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Too Simple:
Methods should be a simple as possible for delivering 
value, but no simpler.
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Version 0.2 240317

Summary
IT and Software development methods have many problems. These currently popular methods are 
trying and intending to help us succeed better But up to now, after decades of trying, we still have a 
miserable failure rate. Very roughly 30% total failure and then additional 50% ‘challenged’ (partial 
failure). Alternatively since bigger projects fail more often [8C], the total waste, of all IT project 
spend, is about half. This is professionally ridiculous, and it is completely unnecessary.

I would like to suggest something clearly and provably better than the unimpressive ideas that are 
currently popular (agile, lean, lan-ban, and the like).

Part of the problem is that the most popular methods are popular, because they are simple to learn 
(Scrum Master in 2 days), and simple conceptually (3 of this and 3 of that). But the currently 
popular methods, are not ‘popular’ because they are effective at delivering real value to 
stakeholders. They are popular because they are simple, and because they are popular. “Of 
course we are ‘agile/lean’ “!

There is nothing wrong with being simple to use, and simple to learn. I’m all for that. But the main 
point of any method is not simplicity or ease: it is effectiveness in delivering results.

The effectiveness of a method must be good enough to allow you to succeed in delivering the 
required value to the critical stakeholders. That is the main point of all development projects.
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It does not matter how ‘simple’ a method is, if you fail in the project using it. It is worthless.

If only one known set-of-methods, leads to your project’s success, then whatever complexity or 
cost they have, that is your ‘minimum price of success’. More simplicity is not a successful option. 
That would be ‘too simple’.

If several sets of methods lead to success, than we can be picky, and choose the set with the least 
burdensome resource demands. The cheapest set. We can optimize for method 
‘efficiency’ (effectiveness over costs).

I am afraid that we, IT,  have a software life-time decades-long failure culture. I am ashamed to be 
part of such childish and failure-prone behaviour.

I think I know what we need to do. And some people have done it and succeeded. But the 
Immature majority (99%) is not doing it, yet. And this failure future does not look like ending 
anytime soon. We might get World Peace, before we get Successful Software Projects.

But, in the vain hope that things might get better faster, I will offer my opinion, and maybe, at least, 
some of you will act on the ideas. And maybe at least you will become more successful; even if the 
world does not change much in your lifetime. I know from experience that there are thousands of 
really smart people out there, just dying to do great successful work, only impeded by their 
education, their culture and their management .

“Bad management causes more failures than bad software engineering.” (C. Jones [8C])

Maybe my ideas can give some help to break away from those negative influences.

“Things should be as simple as possible, but no simpler” [1, 4, 5, 6, 7]

Under this banner (simplicity for purpose) I am going to argue that:

For any given project, and environment the simplest set of methods, that leads to successful 
delivery of planned or needed value, is a good enough set. And I do not believe that such a set is 
likely to be a ‘universal standard’ of any kind. It just works in practice now. And there will be a large 
number of practical details that make up the successful set.

This implies that we need methods for selecting and validating the set of methods, partly within a 
changing environment or culture, and finally for a final tuning or selection of methods within the 
project itself. 
This implies that we are able measure the values produced and costs incurred during a project, to 
tell us if the current set of methods are working or not.

We need effective processes of continuously learning what works and does not, in delivering the 
values to stakeholders. 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The Problem
The central problem, as I see it, in the IT and Software culture, is the extremely high rate of 
development project failures and part failures. 

Google ‘IT Project Failures’ (71 million hits today, juicy stuff on first screen): a good approximation 
of the status is 30% total failure, plus the next 50% Challenged (partial failure). 

Of course things vary, and definitions of ‘success’ varies, as well as degrees of success. But the IT-
project failure rate has been with us for decades, and is almost constant. No matter what methods 
are used.

I am very much in doubt as to whether I would classify the so-called ‘successful projects’ as really 
and truly successful; in the sense of really delivering value as planned to stakeholders. Most 
projects do not even define that stakeholder value in their requirements. They do not even know 
how to defined it: like quantifying ‘security’ or ‘efficiency’. 

 In the Norwegian ‘Successful Project’ study [11] you can see that the notions of success are wildly 
varying, and very informal. Nobody in the survey mentions actual measurable delivery of planned 
stakeholder value levels. They talk about value and customer happiness, but there is nothing 
serious visible behind those platitudes.

In general I think we are, at best, looking at a definition of success, in that survey, as ‘delivering 
function without too many bugs, within time and budget’. Very close to Agile Manifesto.

My experience is that almost nobody, and no culture is serious about measuring the critical 
stakeholder value delivery of a project. But to my mind, that is the only valid idea of ‘success’.

Is there any hope?

Not really. No more than wars ending, or greedy people and companies suddenly becoming ethical 
and generous. Bad world-wide cultures change very slowly, and no Silver Bullet software method is 
going to change the root causes of our failure. IT Failure seems largely independent of particular 
popular methods through the decades.

The root causes of long term IT Project failure, are more constant.

The deeper root causes, according to my observations are something like these:

• increasing complexity and size of the IT problem
• lack of relevant higher education for managers, decision-makers, politicians, and even engineers
• a culture of short-termed thinking, motivation and planning
• lack of personal accountability for project failure
• lack of focus on delivering stakeholder critical values
• greed on the part of sub-suppliers to do more billable work on an IT project, irrespective of results
• greed on the part of systems suppliers to deliver ‘kit’, hardware and software, independent of 

useful results
• other factors I am sure; but these will do

The superficial ‘root causes’ , the ones some methods are trying to deal with, look something like 
this:
• bad quality requirements
• stakeholders who keep on changing their and, and are unclear about what they want
• inability to estimate costs and timings reasonably
• lack of good enough project management
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• weaknesses in various development processes (architecture, reviews, testing, maintenance, 

coding, etc.)
• and all the other things systematically quantified by Jones [8]
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Capers Jones [8] publishes a lot of detailed data about various processes and their error 
proneness. (namcook.com) 

Figure: some opinions about causes of project failure. (C. Jones) [8]

But the detail of these superficial causes, these direct causes,  is not my primary concern. I am 
initially interested in what leads to these development practices to be so poor. The ‘deeper root 
causes’ above.

I have an interest in speculating as to why these deeper root causes exist, and hurt us. And I have 
some opinions as to what we might do about them. But I do not hold out a lot of hope about 
changing world culture and human greed.

Only when we successfully improve the organizational and environmental root causes, will people 
be motivated and empowered to seek out far more effective development methods, learn them 
properly and apply them successfully in practice.

I do hold out hope for some individuals and some enlightened and motivated organizations to do 
much better than otherwise, in the short term. Their conditions allow them to learn and apply better 
development methods, than the oversimplified failed methods of today.

I know from my international work with enlightened companies like IBM, Intel, HP, Boeing, Ericsson 
that there really are environments that let their developers and engineers get on with the job of 
finding and applying superior methods for project success, corporate wide. I know it is the cultural 
environment, sometimes assisted with a sense of impending doom, to leads to successful adoption 
of more successful methods for delivering real value.

The becomes even more clear when I compare with some of my (nameless) clients where a corner 
of the company (a division of say 1,000 out of 100-300,000) has successfully implemented the 
advanced value delivery methods; only to be snuffed out by power hungry greedy elements higher 
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up in the unhealthy organization. Or sometimes by market forces that make such improvements 
irrelevant; too little too late. The larger organization  was not healthy enough to allow success to 
spread to the larger organization. There are even unpleasant degrees of this organizational 
unhealthiness, in even the best of the organizations. 

The unsuccessful larger world population of IT will have to sort itself out without our help.

We need to focus on the limited opportunities to do good, where there is opportunity and 
receptiveness; and hope for the best, and hope it can last and spread. Hope it can set a good 
example to inspire others inside the organization and outside of it.

Do a great job on your own project, within your personal or team sphere. Inspire others, and feel 
good about your contribution. You will not always win. But you will learn, and you will be able to say 
‘I really tried my best’. That’s what I do, anyway.

Many of us, my professional friends, feel the negative forces are disheartening. They are, but if you 
live as long as I have professionally (since 1958 at IBM) you can better see some real and 
interesting changes. But that’s the time frame it takes. The only thing that might change this year, 
is your own personal project, being better in some way.
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The Solutions
I think I can suggest some methods which will increase the success of projects. Based on my 
experiences, and based on published experience and research [3, for detail and reference on the 
list of ideas below].

• continuous methods improvement, based on success measurement and delegation of power 
(IBM DPP)

• continuous stepwise delivery of stakeholder value, with measurement and feedback to guide the 
way to success (Quinnan, Cleanroom)

• no cure no pay contracting: value delivery payments for subcontractors (flexiblecontracts.com)
• personal and group responsibility for delivering value.
• transparency of plans and values: quantified and accounted, and audited.
• short-term ‘stopping’ mechanisms: when planned-value is not really being delivered

So, let us leave the technology aside: let’s talk about 
technology enablers
But these methods listed above, are all software engineering methods, methods which most 
professionals neither know about, learn properly or practice.

We still need to address the ‘deeper root causes’ that people do not take these advanced methods 
more seriously. Why the simpler, but less effective methods are more ‘popular’.

I should stress that what follows are opinions, speculations, and ideas for debate with friends. I 
know there is a lot written on this subject, and a lot of research on the internet. Yet I am tempted to 
offer my own observations and opinions.

Here is a list of my ‘root causes’ of why people do not employ much better development methods. 

1. The higher education system, universities, professors, have not caught up with the rapid 
change in technology and economics. They do not seem to have a clear opinion about what 
best to teach. They do not seem to know the specific ideas to teach. There is certainly no 
international consensus, which we are just ‘slow to implement’. There is no clear effort to 
discover these better ideas either. Hopeless really. The University might be obsolete, and being 
replaced by other faster and more effective ways of getting better. I have long believed that 
universities need to get back to their historical focus of teaching us to learn, rather than 
teaching us obsolete stuff [12, 13 ].

2. The motivation system; both individuals, and the organizations that employ them, have very 
little, in the way of clear operational motivation, for finding effective methods for really delivering 
stakeholder value [14]. There is little reward for increasing value delivery. There is little penalty for 
failing to deliver value. This is connected with our general inability as professionals to quantify and 
measure the many values we expect from our improvement efforts. If we were to be motivated we 
need this value quantification. But, the quantification methods, as little as many seem to know 
about them, are already there, massively, as the internet can demonstrate. We do not have the 
motivation to find out ‘what is known’ about ‘value quantification’ and ‘measurement’ [2,3], and 
apply it well. There is a big ‘greed’ motivation, to collect lots of money for bad IT system work. This 
is clearly much more powerful that any idealistic motivation to do good work for society.

3. Lack of idealism: the greater number of people I meet in my professional life are driven by their 
natural human need to earn a living, deliver to their family, have fun. But they do not strike me as 
driven to sacrifice any of those things if necessary, for the higher good of society [15]. Fortunately I 
have a circle of international professional friends who are ‘methods idealists’, and ‘society 
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idealists’. And we all work together and separately for improvement; for the greater good. But none 
of us is willing or able to push with the energy, urgency and power of a Ghandi, Martin Luther King, 
or even a Musk or Jobs for real change. There does not seem to be much point in ‘dying for the 
cause’. If humanity is so lazy and foolish, they deserve what they get. Most do have some free will 
to do better, and they do not seem to care.  Sometimes I compare the problems we have, with 
wasteful IT methods, to bigger problems like the Syria War, World War II, Refugee Migration, or the 
problems of education, equality, opportunity, health, nutrition and peace in much of Africa and other 
parts of the world. Clearly the ‘IT waste’ pales by comparison. Yet humanity is also terrible at 
solving these more-dramatic problems. Still, it is sad we do not seem to have far more selfless 
idealism. Elon Musk (Tesla, Space X) is the current example of a functioning idealist in the 
technical sector. Bill Gates was never the software idealist (Steve Jobs was the idealist); but the 
Gates are making up for it, in their current public work! 

My own decision, regarding these underlying, root causes, is that there is no quick miracle going to 
happen. I can only do my very-ineffective-for-society personal work. I can develop and ‘store (in 
books, video, papers, train younger people) ‘effective knowledge’. I can hope that in time, people 
will be motivated to dig up this ‘better know-how’ (I hope!), and use it. But this is likely to be long 
after my lifetime. 

History shows we take thousands, and hundreds, of years to learn to do the right things: but 
sometimes ancient ideas are employed like ‘democracy’, ‘human rights’, and perhaps one day 
‘high efficiency systems development’.

So, I am relaxed. Not given up exactly. Still in there trying to the bitter end. Maybe that is all most 
of us ordinary individuals can do; small ants that we are.

I am hoping that some of you reading this, will want to be more idealistic, and at least, as 
individuals do their best; and not lose hope at the slow pace of improvement. 

Light a candle in the room you are standing in!
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Principles of Success
1. Project success must be defined, and must be relevant, like real measurable values for 

stakeholders.
2. Responsibilities for success must be clear and personal
3. Payment should be for ‘value delivered’, not ‘work done’
4. Successful value delivery must be early, stepwise, frequent, cumulative, and measurable.
5. When plans are not working to deliver value, then plans need to be improved immediately, so 

as to really deliver value.
6. Successful levels of value can be contracted for: that should be the main point of any supplier 

contract.
7. Don’t expect anybody else to tell you what to do, do the right things to deliver value on your 

own initiative; hopefully you won’t get fired too often for doing good.
8. Make sure you look at the big picture; the total system of people, motivation, culture, habits, 

hardware, databases, new emerging technology - and perhaps the ‘software’: code alone is 
worth nothing at all; don’t  pretend it is the ‘main product’.

9. Reward creativity, and reward people and groups that improve successful practices in their own 
work, and who can inspire spreading practices elsewhere.

10. Simplify, and minimize, methods, but not to the point where success is less certain.
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